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ABSTRACT 

 
With invent of new technologies the world is becoming complex and competitive requiring rapid 

changes. The impact is there in software industry also. Software products with new features need to be 

introduced on the market with the same pace as the changing demands. Two methodologies namely 

Software Product Lines (SPLs) & Dynamic Software Product Lines (DSPLs) have been emerged to 

fulfill the needs. Both have their own features, advantages & disadvantages. This paper describes a 

comparative study of SPLs & their features, strengths & limitations along with DSPLs. Various tools 

to develop DSPLs are also discussed. 
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1. INTRODUCTION 

In current technology software pervades every sector of business. Even for the organizations which 

do not directly deals with the software, software has become the bottom line for the success of the 

business. For example Mobiles, Various electronic embedded devices like washing machine, 

refrigerator, car etc. need support of software. The universal business goals include improved, 

efficient and high productivity. Reusability has become main strategy for software development. 

Generally it is found that few systems are unique but most of the products are the members of a 

product family with some different features with a core or common feature. In this scenario strategy 

of reuse makes sense. Reusability is an old trend. It started in 1960s with the reuse of subroutines, 

then in 1970s with modules, in 1980s object, in 1990s with components and 2000 onwards with 

services. This leads to the various development technologies that use the concept of reusability. SPLs 

and DSPLs are among these technologies. [1] 

 

2. BACKGROUND 

Since 2000 software product line (SPL) has emerged as an efficient development technology which 

is suitable for mass production and mass customization at the same time. SPLs have been used 

successfully in industry to build product families consisting of related products with common core 

and additional variable features. In a fast moving world the modern software demand more and more 

adaptive features, runtime or dynamic binding capabilities, post deployment activities, autonomous 

decision making capabilities, etc. Some of the systems like Software Ecosystems, Service Based 

Systems, Self-Adaptive Systems, Surveillance Systems, Robotics, etc. demand the above features. 

SPLs are unable to support runtime adaptations as they support static binding. Dynamic Software 

Product Lines (DSPLs) are one of the recent approaches that attempt to face the adaptation challenges 

of changing environment. Although DSPLs are proving an efficient approach to build Adaptive 

Software, its solution architecture is not very well defined and matured. It is used in various Service 

Oriented Systems like Robotics, Automated Houses & Hotels, Mobile Systems, Wireless Sensor 

Networks, etc. It can be used to develop business applications also to support unexpected dynamic 

changes. 

  

3. SOFTWARE PRODUCT LINES (SPLs) 

The methodology adopted to develop software with reusability is Software Product Line (SPL). A 

Software Product line is a new application of proven concept. It is an innovative, growing concept 

in software engineering. [1] Building software systems from the previously developed components 

saves costs and time of redundant work and improves the system and its maintainability. [2] 

A software product line is a set of software-intensive systems that share a common, managed set of 

features satisfying the specific needs of a particular market segment or mission and that are developed 

from a common set of core assets in a prescribed way. The approach uses a common set of core assets 

to modify, assemble, instantiate, or generate multiple products and is referred to as a product line. 

Such a product line approach involves building a product line as a product family. [3] 

SPL methodology allows building a software family with less effort, time and cost with high quality. 

It satisfies individual customer’s needs. [4] It supports incremental development by taking a common 

core product and changing the additional features according to the requirements of various groups of 

users. In this methodology the core product remains same and only the features  
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The main limitation of Software Product Lines is its incapability to support runtime variability that 

is to bind and adopt the changes during runtime. It is not very efficient in changing the structural 

variability at runtime that is to select the variants dynamically. As it supports static binding, it is able 

to supports to make the changes and to select the variants at design time. It becomes difficult and 

cumbersome to make frequent changes at design time and develop it. This decreases the importance 

and benefits of SPLs. 

Due to this limitation of SPLs a new methodology having the same commonality and variability 

concept but able to support runtime adaptation of the variability and binding the changes at runtime 

(dynamic binding) is required. One such emerging technology is DSPL. 

 

3.1 Challenges 

The domains of modern software systems are changing rapidly and tend to be extremely long lived. 

Some of the emerging domains are ubiquitous computing, service robotics, house automation or 

ambient intelligence, self-managed and autonomous systems etc. require a higher degree of 

adaptability from their software system due to their high complexities. During this period the 

requirements of customers can be changed dynamically hence the resource constraints will also vary 

and need to be changed at runtime. The SPLs building such types of systems will have to face these 

challenges. Hence the modern software has to evolve to meet the changing requirements. Another 

need of modern software is to meet runtime variability that is to support dynamic binding. 

The main limitation of Software Product Lines is its incapability to support runtime variability that 

is to bind and adopt the changes during runtime. It is not very efficient in changing the structural 

variability at runtime that is to select the variants dynamically. As it supports static binding, it is able 

to supports to make the changes and to select the variants at design time. It becomes difficult and 

cumbersome to make frequent changes at design time and develop it. This decreases the importance 

and benefits of SPLs. 

Due to this limitation of SPLs a new methodology having the same commonality and variability 

concept but able to support runtime adaptation of the variability and binding the changes at runtime 

(dynamic binding) is required. One such emerging technology is DSPL. 

 

4. DYNAMIC SOFTWARE PRODUCT LINES (DSPLs) 

Dynamic Software Product Line is emerging as an efficient methodology for the same that produce 

software capable of adapting the changing requirements and fluctuations. Since the development of 

runtime configuration assets is still innovative and not fully investigated in SPL area, there is an 

important need to support the dynamic properties of systems and post deployment capabilities as a 

new promising area in research and development area using DSPL methodology. [5] 

Another problem is impossibility to foresee all the functionality or variability an SPL requires. In 

contrast with traditional SPLs, dynamic SPLs bind variation points at runtime, where software is 

launched to adapt to the current environment, as well as during operation to adapt to changes in the 

environment. Building a product line that dynamically adapts itself to changing requirements implies 

a deployment of the product configuration at runtime [6]. Such systems also require monitoring 

capabilities for detecting changes in the environment. As a response to these changes, the system 

adapts by triggering a change in its configuration, providing context-relevant services or meeting 
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quality requirements. It means the system has runtime capabilities for flexible adaptation, 

reconfiguration and post deployment activities. 

Dynamic software reconfiguration is concerned with changing the application configuration at 

runtime after it has been deployed. In terms of features, dynamism means that both configuration of 

features and their quality constraints vary at runtime [7]. Reconfigurations are also needed to 

implement feature availability and qualities. Dynamic addition, deletion or modification of product 

features is some examples of dynamic reconfiguration for SPLs. Other issues concerning DSPLs 

concern the commonality and variability analysis from the quality point of view. Identifying them at 

the software quality level is much more difficult than in the traditional case. Generally speaking, a 

DSPL may have many of the following properties [8]: 

Dynamic variability: configuration and binding at runtime, 

- binding changes several times during its lifetime, 

- Variation points change during runtime: variation point addition (by extending one variation point), 

- deals with unexpected changes(in some limited way), 

- deals with changes by users, such as functional or quality requirements, 

- context awareness and situation awareness, 

- autonomic or self-adaptive properties 

Interest in DSPLs is growing as more developers apply the SPL approach to dynamic systems. They 

represent an efficient way for modeling adaptive capabilities in software product lines. Adaptive 

capabilities mean the capabilities of the systems to deal with a continuously changing environment 

and emerging requirements that may be unknown at design time. 

5. COMPARISON OF SPLs WITH DSPLs 

Both SPLs and DSPLs are based on the concept of reusability as they deal with variability. SPLs 

manages static variability that is binding at design time where as DSPLs manages dynamic variability 

that is binding at runtime. 

SPLs support reusability in two phases: [4] 

- Domain Engineering 

- Application Engineering 

In Domain Engineering phase the SPL infrastructure is developed for the specific product family 

which basically includes the variability model, reference architecture and other product line assets. 

In Application Engineering phase specific product is built using a variability model per customer’s 

needs to give the final product. 

Variability features of SPLs: 

- The goal of variability is to satisfy individual customer’s need. 

- Binding time of variability is pre runtime mostly, sometimes runtime. 

- Variants are decided and designed by Application Engineer. 

- Variants are selected by reuse of shared assets conforming a variability model. 

- Life time of variability model is pre runtime. 

On the other hand DSPLs builds the product in two layers: 
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-Adaptation Logic 

-Application Logic 

 

Adaptation is change of system properties and behavior at runtime in response to dynamically 

Varying user needs and resource constraints. 

Using Adaptation logic: 

- the context of the system is monitored internally and externally. 

- the context for conditions is analysed that where adaptation is needed. 

- the response plan following adaptation policies is decided. 

- the decided plan is carried out  by dynamic addition, deletion, or modification of product 

features, or introducing changes in the architectural structure of the system. 

- monitoring of the system’s internal state is done and needed interface is provided for 

adaption manager. 

- provides the needed interface for adaptation manager for runtime adaptation. 

- perform the adaptation2 

Using Application Logic specific product is built using a variability model as per changing 

environment. 

Variability features of DSPLs: 

- The goal of variability is to maintain service in changing environment. 

- Binding time of variability is runtime mostly, sometimes pre runtime. 

- Variants are decided and designed by Application Engineer or user or application itself. 

- Variants are selected by use of SPL assets at runtime. 

- Life time of variability model is pre runtime / runtime. 

Properties of DSPLs  

Runtime reconfiguration 

- allows for dynamic variability: configuration and binding at runtime. 

- changes binding several times during its lifetime. 

- introduces variation points [which] change during runtime: variation point addition (by 

extending one variation point). 

- deals with unexpected changes (in some limited way). 

- deals with changes by users, such as functional or quality requirements. 

Self-management (Optional): 

- context awareness 

- autonomic or self-adaptive properties 

- automatic decision making 

 

6. VARIOUS TOOLS FOR DEVELOPMENT OF DSPLs. 

As SPLs and DSPLs are becoming popular and handy in various areas, a number of development 

tools are also developed and used. Some of them are Feature Oriented Programming (FOP), Aspect 

Oriented Programming (AOP), Delta Oriented Programming (DOP) etc. 

6.1 Feature-Oriented Programming primarily focuses on the features of a system, instead of 

the objects that comprise it. [9] 
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Feature–Oriented programming is a programming methodology which creates a large number of 

minor features to remove redundancy and improving efficiency. These minor features are then linked 

together in the functions/methods/procedures which take care of the core functionality. 

It is a modular methodology which promotes small, tightly focused, but still general purpose, 

functions, in place of large, specific, functions. Most functions should be seen as a single specific 

tool to complete a single general task. Although the program itself should have a specific goal, 

modularization supports to recognize more specific tasks within the functions. For example a 

function for sorting or searching. 

Feature-oriented programming would create greater consistency in programming, since the programs 

would only depend on code being written once, and then referred to (though the code might contain 

features to change it behavior under certain conditions). Another benefit is that most functions would 

be placed centrally, which would mean, unlike Object-Oriented Programming which spread their 

features across several objects – even though the chain of program calls would always be the same, 

the functions would be readily available to most of the code. [10] 

 

6.2 Aspect Oriented Programming is a programming methodology which enables a clear 

separation of concerns in software applications. [11] 

In software development a “concern” can be understood as”a specific requirement that must be 

addressed in order to satisfy the overall system goal”. [12] 

That is, concerns can be subdivided in two subgroups: 

Core concerns Specify the main functionality of a software module, such as account withdrawing or 

a button click behavior. We can define this as the business logic of our implementation. 

Crosscutting concerns specify the peripheral requirements that cross multiple modules, such as 

transaction, threading or authentication. 

The idea is to be able to model, or visualize the goal system as a combination of core and crosscutting 

concerns in a multi-dimensional space implementation rather than a mixture of all of them along a 

one-dimensional space implementation. Because concrete software are one-dimension 

implementation, all concerns are then mapped into it. 

An interesting research question for aspect-oriented programming (AOP) [13] is how far dynamic 

AOP is capable as a variability mechanism for dynamic SPLs. 

For example, dynamic aspects have been used to implement business rules. Although dynamic AOP 

solutions provide a flexible variability mechanism, they do not provide appropriate support for 

declaring, detecting, and resolving dynamic interactions. Most dynamic AO solutions only provide 

support for defining the precedence of aspects i.e., defining the execution order of their advice. But 

these precedence relations are inappropriate for expressing exclusions, i.e., one cannot declare that 

one aspect does not allow another aspect to be present. Furthermore, dynamic dependency relations 

between the features implemented by aspects cannot declare that one aspect needs another aspect to 

work correctly. The works in support static declaration of exclusions and dependencies between 

aspects but do not address dynamic interactions. 

The limitation of FOP is that it implements software product lines by composition of feature modules. 

It relies on the principles of stepwise development. Feature modules are intended to refer to exactly 

one product feature and can only extend existing implementations. Even AOP is basically suitable to 

handle crosscutting & tangling problems. 
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6.3 Delta Oriented Programming: To overcome these limitations another programming 

approach to develop Dynamic Software Product Lines is Delta Oriented Programming which can be 

further extended as Dynamic Delta Oriented Programming. [14] 

Delta-oriented programming (DOP) is a novel approach for implementing software product lines. 

Delta-oriented programming offers an expressive and flexible programming meta-language for 

specifying a set of products. 

Its aim is to relax the restrictions of currently established SPL description formalisms such as feature-

oriented programming (FOP) by adding the explicit possibility to remove parts of a program. In delta-

oriented programming, an SPL is implemented as a core module together with a set of delta modules. 

The core module contains a complete product implementation for some valid feature configuration, 

which can be developed by conventional single-application engineering techniques. Delta modules 

specify changes to be applied to the core module in order to implement other products. [14] 

DOP handles changes to the set of selected features by triggering the application of deltas; this results 

in a program transformation, as deltas can add, modify and also remove code. The lower level support 

required for such dynamic transformations is available and some of this has crept into features 

relevant for SPL engineering. [15] 

DOP can be extended with the capability to switch the implemented product configuration at runtime 

and present a formal foundation for dynamic DOP. A dynamic delta-oriented SPL is a delta-oriented 

SPL with a dynamic reconfiguration graph that specifies how to switch between different feature 

configurations [16]. Dynamic DOP also supports (unanticipated) software evolution such that at 

runtime, the product line declaration, the code base and the dynamic reconfiguration graph can be 

changed in any (unanticipated) way that preserves the currently running product. [16-17].  

To implement a DSPL using Dynamic Delta Oriented Programming there are various plug-in 

integrated to Eclipse IDE. Two such plug-INS is discussed below: 

• DeltaJ  

• DeltaJava  

•  

6.3.1 DeltaJ 

DeltaJ is available as an Eclipse plug-in. It is based on the Xtext Framework therefore it provides 

good integration into Eclipse.  

DeltaJ 1.5 with Java 1.5 provides full access of the Java 1.5 syntax and corresponding extensions 

and improvements of the delta-orientated operations. This prototype is available in 

https://www.isf.cs.tu-bs.de/cms/research/deltas/downloads/plug-in/.  

DELTAJ 1.5 is a perfect language which supports DOP for complete JAVA 1.5 [18].  
 

6.3.2 DeltaJava with DeltaEcore 

DeltaJava is a commanding delta-oriented programming language [58]. It is designed to produce 

Software Product Lines easily and efficiently inside the Java environment. DeltaJava was made 

with EMFText - "an Eclipse plug-in which lets the prorammer to outline text syntax for languages 

designated by an Ecore metamodel" [18,19]. 

Its base is an EMFText Execution of Java, named as  JaMoPP (Java Model Printer & Parser), on top 

of which DeltaJava defines its actions and components by enfolding JaMoPP's Java code within them 

[18]. In DeltaJava, JaMoPP is also used to define a DeltaEcore dialect which conveniently provides 

https://github.com/DevBoost/EMFText
https://github.com/DevBoost/JaMoPP
http://deltaecore.org/
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 a solid procedure for generation of various products or variants. When DeltaJava delta modules are 

saved, DeltaJava performs a model transformation to a DeltaEcore delta module using the dialect 

created for JaMoPP. These DeltaEcore delta modules are then used for the variant generation. 

CONCLUSION 

The concept of reusability is there from beginning from subroutines to modules to objects to 

components to services and this lead to the Software Product Line development technology. SPLs is 

based on design of a common core product, then deciding the variants and designing the variability 

models as per customer’s needs. In changing world where software needs to show random behavior 

at runtime and needs self adaptive features, SPLs are unable to cop up as they are static in nature. 

DSPLs are used to solve these problems. DSPLs utilize part of SPLs infrastructure to adapt at 

runtime. It uses adaptation logic along with application logic. A thorough study of capabilities of 

DSPLs, various tools to develop them and a mature infrastructure model which is in fancy in current 

scenario will lead DSPL technology to bring a revolution in the development area of software for all 

types of applications including business applications like production, inventory management, sales 

order management etc. 

 

FUTURE SCOPE 

Research shows that application domain of DSPLs mostly included smart and automatic homes, 

robotics, mobile software, web application, service based systems etc. Its use in business processing 

areas is infancy. In near future, the Dynamic Software Product Lines can be and will be used in 

almost all types of software systems like production, marketing, financial, inventory etc. and will be 

adopted by almost all leading industries. An efficient DSPL can designed & developed for sales 

processing and inventory management systems for different types of analysis like ABC, VED 

analysis etc. which include random requirements, dynamic selection of quantities, self-adaptation 

etc. There will be a huge requirement for the tools for the design & development of DSPLs. Delta-

oriented programming can be a useful tool to develop DSPLs. 
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